Prima di tutto facciamo distinzione tra i due strumenti:

1. Maven: Ti permette di automatizzare la gestione di una struttura di un progetto, gestire dipendenze, compilazione e packaging (tipo creare un .jar). Il file principale dalla quale buildare il progetto è il pom.xml, dove appunto sono automaticamente inserite tutte le dipendenze ecc. Permette di dichiarare librerie, compilare codice, eseguire test ed eseguire comandi mvn clean install.

2. Spring: E un framework Java, cioè una piattaforma di sviluppo con lo scopo di scrivere applicazioni Java moderne, sicure, scalabili e modulari. Spring Boot è una versione semplificata e automatica di spring per creare più facilmente app web e REST API.

# SPRING

Il metodo di approccio usato da spring è un approccio "Convention Over Configuration", grazie a questo approccio, seguendo le convenzioni, spring sa già cosa fare e noi non dobbiamo configurare nulla manualmente. I vantaggi sono ovviamente:

1. meno configurazione
2. avvio rapido
3. meno codice
4. più produttività

Inoltre, nonostante le convenzioni, possiamo sovrascriverle per avere un comportamento personalizzato.

2 Concetti Chiave

(Inversion Of Control & Dependency Injection)

Inversion Of Control: è un principio chiave dell'ingegneria del software che trasferisce il controllo di oggetti o parti di un programma a un contenitore o framework. Concediamo quindi al framework di assumere il controllo del flusso di un programma e di effettuare chiamate al nostro codice, utilizzando delle astrazioni con comportamenti personalizzati. Abbiamo dei Pattern che si occupano di fare ciò e sono:

1. Strategy
2. Service
3. Factory
4. Dependency Injection

Ad esempio, se noi abbiamo una classe Veicolo che all'interno ha un’istanza motore scritta come sappiamo abbiamo creato una forte dipendenza, automaticamente non possiamo utilizzare la nostra classe Veicolo senza portarci dietro anche il motore. E proprio queste dipendenze sono gestite da Spring tramite l'Inversion of Control. Analizziamo ora la Dependency Injection che, come abbiamo capito, è una possibile implementazione dell'Inversion, una modalità che ci permette di utilizzare una classe esterna. Il Framework crea l'istanza motore e la "Inietta" all'interno della classe veicolo senza richiamare nessuno metodo ma solo specificando la richiesta. Questa Injection può avvenire attraverso un costruttore, un metodo setter, un field ecc questo ci permette di disaccoppiare le classi (possiamo quindi portarci la classe macchina senza la classe motore).

|  |  |  |
| --- | --- | --- |
|  | Uses | Service |
|  |

![](data:image/jpeg;base64,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)

@Bean

Sono oggetti gestiti dal container di Spring. Quindi quando annoti una classe con @component, @service, @repository, @controller ecc stai dicendo a Spring di occuparsene lui per eventuali Injection ecc. Abbiamo visto che un esempio di @bean è l'oggetto emailservice creato automaticamente appena parte l'app.

# CONTAINER DI SPRING

Il container di Spring è il cuore del framework. Usa i metadati di configurazione per gestire i bean. Infatti, il container gestisce i cicli di vita degli oggetti, appunto chiamati beans e le loro dipendenze.

|  |
| --- |
| Spring 10C Container Java Concept Of The Day |
| |  | | --- | | Configuration Metadata |   XML—basedAnnotation-based  Java-based |

# Analizziamo ora la struttura del progetto:

* .idea contiene un sacco di configurazione che non dovremmo mai toccare
* .mvn contiene la configurazione mvn, compreso il wrapper che contiene la versione di mvn. Abbiamo anche la 2 shell
* Pom che è il cuore praticamente, qui abbiamo tutti gli attributi e i dati riguardanti il progetto
* In java abbiamo 2 cose importanti 1°application.properties che sono delle coppie 2° Springbootapp che è il punto d’ingresso della nostra applicazione

Nel pom dobbiamo stare attenti alle dipendenze che sono molte importanti

@controller è il tag per identificare un gestore del traffico web

@Configuration: contrassegna la classe come origine delle definizioni di bean per il contesto dell'applicazione

@EnableAutoConfiguration: Indica a Spring Boot di iniziare ad aggiungere bean in base alle impostazioni del classpath, ad altri bean e a varie impostazioni delle proprietà.

@ComponentScan: Indica a Spring di cercare altri componenti, configurazioni e servizi nel pacchetto com/example, consentendogli di trovare i controller.

@springapplicationrun è il metodo che lancia l’applicazione

# APPLICATION SERVER E WEB SERVER

Lo scopo principale del web server è quello di gestire le richieste HTTP, servire contenuti statici quali (HTML, CSS, JS) (un esempio è Apache). Lo scopo principale invece dell'application server è quello di eseguire la logica applicatica e gestire contenuti dinamici (Servlet, Jsp, business logic) (un esempio è Jboss o WildFly). Il Web server non supporta framework, mentre l'application server supporta framework come Spring o Jakarta EE. Un esempio pratico di questi casi può essere nel caso del web server mostrare un sito statico, mentre nel caso di un application server può essere un login. Lavorano spesso insieme: il web server riceve la richiesta, che verrà girata all'application server se servono operazioni logiche, a questo punto eseguirà il codice e restituirà la risposta al web server che poi la invierà al client. ln ambienti di programmazioni moderni abbiamo la presenza di TOMCAT che funge da entrambi.

## JUnit

E I un framework molto usato per testare codice Java, fondamentale per scrivere piccoli testi di verifica per classi o metodi. Questo ci consente di individuare errori prima che vadano in produzione e avere un codice migliore. Con maven basta inserire all'interno del pom.xml una dipendenza specifica e poi eseguire da terminale mvn test. Ci sono vari comandi per eseguire test più specifici.

Cos’è un BATCH

Un batch è un programma pensato per essere eseguito senza interazione dell’utente, spesso per elaborare grandi quantità di dati, come:

* import/export da file
* aggiornamento di record nel database
* elaborazioni programmate (tipo cron)

Può essere un semplice programma main, oppure usare framework come Spring Batch se la logica è più complessa.

API FIRST

OpenAPI è una specifica per definire API REST in un formato leggibile da macchine, tipicamente in YAML o JSON. Un documento OpenAPI descrive l'API, inclusi i suoi endpoint, metodi, parametri, schemi di risposta, e dettagli di autenticazione. Questo permette la generazione automatica di documentazione, client e stub del server, facilitando lo sviluppo e l'integrazione.

In dettaglio, OpenAPI, definisce il formato:

Utilizza YAML o JSON per descrivere l'API, rendendo il documento leggibile sia per gli umani che per le macchine.

Differenza tra SOAP e REST

I servizi SOAP (Simple Object Access Protocol) sono un tipo di servizio web che permette a due applicazioni diverse (anche scritte in linguaggi differenti e su sistemi diversi) di comunicare tra loro tramite il protocollo HTTP, usando messaggi XML strutturati., mentre il REST è uno stile architetturale per progettare servizi web leggeri e facilmente accessibili tramite il protocollo HTTP (lo stesso usato dai browser).

Differenze:

SOAP REST

XML obbligatorio JSON o XML

Più formale e verboso. Più leggero e flessibile

Usa WSDL Usa URL e metodi HTTP

Usato in ambienti enterprise // nel web moderno/microservizi

GIT

Git: permette di poter lavorare sul codice sorgente senza la necessità di un server centralizzato, permettendo agli sviluppatori di scaricare una copia integrale del progetto per poter lavorare e condividere le modifiche anche su diverse versioni (o meglio, rami) di quest’ultimo.

Terminologia:

REPOSITORY: altro non è che la copia sincronizzabile della directory principale del progetto, mettono a disposizione un hosting per i repository, permettendo di controllare gli accessi e agevolando il lavoro in team.

COMMIT: (tradotto letteralmente “consegnare”) è l’elenco delle modifiche effettuate ad un progetto, validate e “affidate” a git per essere inviate al repository principale.

PUSH E PULL: (tradotti letteralmente “spingere” e “tirare”) sono due comandi di git che servono per inviare e ricevere gli aggiornamenti. Il push invierà i tuoi commit al repository principale, il pull chiederà a

quest'ultimo di poter scaricare le modifiche sul tuo repository locale e unirle ai tuoi file. Il pull è altresì l’unione del comando fetch e del comando merge.

FETCH: Il fetch (tradotto letteralmente “raggiungere, andare a prendere”) è il comando che dice a Git di recuperare il contenuto di un repository. Generalmente viene utilizzato il comando pull, che combina appunto il fetch (“andare a prendere”) e il comando MERGE (“unione”, cioè l'unione tra commit di brach differenti).

CD: change directory

Directory -> folder

CLI-> command line interface

github è il sito web che fa da host ai nostri git

Clone-> è il comando per copiare un repository che è presente online ma che non è presente sulla nostra macchina

ADD -> per caricare

Commit -> salva i nostri cambiamenti

Riassunto comandi:

repo -> repository

clone -> bring a repo down from the internet (remote repository like Github) to your local machine

add -> track your files and changes with Git

commit -> save your changes into Git

push -> push your changes to your remote repo on Github (or another website)

pull -> pull changes down from the remote repo to your local machine

status -> check to see which files are being tracked or need to be commited

init -> use this command inside of your project to turn it into a Git repository and start using Git with that codebase.

PATTERN

Cos’è un design pattern? È un modello che può essere personalizzato per risolvere ricorrenti problemi di design all’interno del codice. I design pattern sono un insieme di soluzioni collaudate a problemi comuni nella progettazione del software. Essi definiscono un linguaggio comune che i programmatori possono usare per comunicare in modo più efficiente.

I pattern a basso livello vengono definiti idiomi, mentre quelli ad alto livello, per lo più, architetturali. In aggiunta tutti i pattern vengono categorizzati in base ai loro intenti, principalmente 3 gruppi principali:

* Pattern creazionali: forniscono meccanismi di creazione di oggetti che aumentano la flessibilità e il riutilizzo del codice esistente.
* Pattern strutturali: aiutano ad unire classi e oggetti in strutture più grandi mantenendola flessibile ed efficiente.
* Pattern comportamentali: garantiscono l’efficacia della comunicazione e l’assegnazione di responsabilità tra oggetti.

FACTORY METHOD

Il Metodo Factory separa il codice di costruzione del prodotto dal codice che effettivamente utilizza il prodotto. Pertanto, è più facile estendere il codice di costruzione del prodotto in modo indipendente dal resto del codice. È utile quando vuoi consentire a chiunque di sovrascrivere questo metodo, oltre a estendere il componente stesso. Utilizzare il metodo Factory quando si desidera risparmiare risorse di sistema riutilizzando oggetti esistenti anziché ricostruirli ogni volta. Prendiamo ora un esempio: Se creo un programma per le spedizioni di soli camion, ma mi rendo conto che non solo i camion la vogliono usare io faccio un’interfaccia principale del mezzo di trasporto e poi lascio alle sue sottoclassi la creazione di navi, auto ecc. Così ogni qual volta dovrò aggiungere un mezzo, non dovrò più modificare l’interfaccia principale ma mi basterà aggiungere una sottoclasse. Questo potrebbe essere anche l’unico problema in quanto si potrebbe avere la necessità di avere tante sottoclassi.

Abstract Factory

Factory è un modello di progettazione creazionale che consente di produrre famiglie di oggetti correlati senza specificarne le classi concrete. Utilizza l'Abstract Factory quando il tuo codice deve funzionare con diverse famiglie di prodotti correlati, ma non vuoi che dipenda dalle classi concrete di tali prodotti: potrebbero essere sconosciute in precedenza o semplicemente vuoi consentire un'estensibilità futura. L'Abstract Factory fornisce un'interfaccia per creare oggetti da ciascuna classe della famiglia di prodotti. Finché il tuo codice crea oggetti tramite questa interfaccia, non devi preoccuparti di creare la variante sbagliata di un prodotto che non corrisponde ai prodotti già creati dalla tua app. L’esempio che abbiamo visto è un negozio che ha diverse tipologie dello stesso prodotto, tipo un sofà che può essere antico, moderno, futuristico. Si crea l’interfaccia principale e si lascia alle sottoclassi la creazione delle varie tipologie. Anche in questo caso l’unico lato negativo potrebbe essere la necessità di avere innumerevoli sottoclassi. La differenza che notiamo è che il Factory pensa ad essere utile per un oggetto, mentre l’abstract per famigli di oggetti simili.

Builder

Immaginiamo di dover costruire una casa, e di doverlo fare più volte, dovremmo ogni volta creare i vari componenti della casa. Con questo pattern invece creiamo un’interfaccia, che contiene tutti i possibili componenti della casa, che sarà a disposizione di un director che si occuperà della creazione step by step. Anche in questo caso bisogna stare attenti a non aumentare la complessità inserendo troppe sottoclassi.

Prototype

Utilizza il pattern Prototype quando il tuo codice non deve dipendere dalle classi concrete degli oggetti che devi copiare. Questo accade spesso quando il codice lavora con oggetti passati da codice di terze parti tramite un'interfaccia. Le classi concrete di questi oggetti sono sconosciute e non potresti dipendere da esse nemmeno volendo. Il pattern Prototype fornisce al codice client un'interfaccia generale per lavorare con tutti gli oggetti che supportano la clonazione. Questa interfaccia rende il codice client indipendente dalle classi concrete degli oggetti che clona. Così facendo andiamo a ridurre anche il numero di sottoclassi necessarie per la creazione dello stesso oggetto. Crea un’interfaccia prototype e dichiara il metodo clone, oppure inserisce il metodo in tutte le classi della gerarchia. Il problema è che può essere complicato creare oggetti complessi con queste referenze circolari.

Singleton

Singleton è un modello di progettazione creazionale che consente di garantire che una classe abbia una sola istanza, fornendo al contempo un punto di accesso globale a tale istanza. Questo pattern risolve 2 problemi contemporaneamente 1° si assicura che quell’oggetto abbia una singola istanza 2° provvede a fornire un punto di accesso globale a tale istanza proteggendola da eventuali sovrascrizioni. Quindi si rende privato il costruttore predefinito, per impedire ad altri oggetti di utilizzare l'operatore new con la classe Singleton. Si crea un metodo di creazione statico che funga da costruttore. In pratica, questo metodo chiama il costruttore privato per creare un oggetto e salvarlo in un campo statico. Tutte le chiamate successive a questo metodo restituiscono l'oggetto memorizzato nella cache. L’esempio che abbiamo visto è il governo, un solo governo ufficiale, un solo punto di accesso per identificare una serie di persona al comando. A differenza degli altri però questo pattern ha dei contro:

* Viola il principio di singola responsabilità
* Può mascherare un brutto design, in cui tutti “sanno tutti troppo”
* La creazione in ambiente multi thread è più particolare al fine di non far ricreare l’oggetto singleton più volte.
* Potrebbe essere difficile eseguire dei test in quanto molti framework di test si basano sull’ereditarietà quando producono oggetti fittizi.

Passiamo ora ai pattern STRUTTURALI

Adapter

È un pattern strutturale che consente di adattare un oggetto con un’interfaccia incompatibile con cui collaborare. Problema che abbiamo visto: se ad esempio noi creiamo una lista di prodotti destinati alla vendita in xml e poi in un secondo momento la vuoi far collaborare con una lista di terze parti che però usa Json, invece di cambiare la libreria si crea appunto un adapter che è un oggetto speciale che converte l'interfaccia di un oggetto in modo che un altro oggetto possa interpretarla. L’esempio che abbiamo visto è il caricatore del pc che da uno stato all’altro potrebbe non avere la giusta presa e quindi si usa un oggetto adapter per permette l’utilizzo.

Bridge

Bridge è un modello di progettazione strutturale che consente di suddividere una classe di grandi dimensioni o un insieme di classi strettamente correlate in due gerarchie distinte, astrazione e implementazione, che possono essere sviluppate indipendentemente l'una dall'altra. Il pattern Bridge consente di suddividere una classe monolitica (che è un male in termini di gestione) in diverse gerarchie di classi. Successivamente, è possibile modificare le classi in ciascuna gerarchia indipendentemente dalle classi nelle altre. Questo approccio semplifica la manutenzione del codice e riduce al minimo il rischio di interruzione del codice esistente. Si utilizza il Bridge se hai bisogno di poter cambiare implementazione in fase di esecuzione. Bridge consente di sostituire l'oggetto di implementazione all'interno dell'astrazione. È semplice come assegnare un nuovo valore a un campo. Il rischio è quello di rendere il codice molto complicato applicando questo pattern per far coesistere molte classi.

Composite

Composite è un modello di progettazione strutturale che consente di comporre oggetti in strutture ad albero e quindi di lavorare con queste strutture come se fossero oggetti individuali. Ad esempio, quando hai una scatola con all’interno degli oggetti. La struttura gerarchica delle forze dell’ordine è l’esempio di questo pattern

* Component: interfaccia comune (es. visualizza(), aggiungi())
* Leaf (foglia): oggetto "semplice", non contiene altri oggetti
* Composite (contenitore): può contenere altri componenti (foglie o altri composite)
* Client: usa i componenti senza distinguere foglie e contenitori

Un esempio pratico è un menù di un app o simili con i vari sottomenù annidati.

Decorator

Decorator è un modello di progettazione strutturale che consente di associare nuovi comportamenti agli oggetti inserendo tali oggetti all'interno di speciali oggetti wrapper che contengono i comportamenti. Nella maggior parte dei linguaggi, l'ereditarietà non consente a una classe di ereditare i comportamenti di più classi contemporaneamente. Un modo per superare queste limitazioni è utilizzare l'aggregazione o la composizione al posto dell'ereditarietà. Entrambe le alternative funzionano pressoché allo stesso modo: un oggetto ha un riferimento a un altro e gli delega una parte del lavoro, mentre con l'ereditarietà, l'oggetto stesso è in grado di svolgere tale lavoro, ereditando il comportamento dal suo superclasse. Con questo nuovo approccio è possibile sostituire facilmente l'oggetto "helper" collegato con un altro, modificando il comportamento del contenitore a runtime. Un oggetto può utilizzare il comportamento di diverse classi, avendo riferimenti a più oggetti e delegando loro ogni tipo di lavoro. Aggregazione/composizione è il principio chiave alla base di molti design pattern, incluso Decorator. A questo proposito, torniamo alla discussione sui pattern. il wrapper implementa la stessa interfaccia dell'oggetto incapsulato. Ecco perché dal punto di vista del client questi oggetti sono identici. Fate in modo che il campo di riferimento del wrapper accetti qualsiasi oggetto che segua tale interfaccia. Questo vi permetterà di coprire un oggetto con più wrapper, aggiungendovi il comportamento combinato di tutti i wrapper. Estendono il comportamento ma non fanno parte dell’oggetto in sé, come i vestiti per noi. I contro: la difficoltà di rimuovere un wrapper specifico dallo stack dei wrapper, e la

difficoltà di implementare un decoratore in modo che il suo comportamento non dipenda dall'ordine nello stack dei decoratori.

Facade

Facade è un pattern di progettazione strutturale che fornisce un'interfaccia semplificata a una libreria, un framework o qualsiasi altro set complesso di classi. Facade è una classe che fornisce un'interfaccia semplice a un sottosistema complesso contenente numerose parti mobili. Una facciata potrebbe offrire funzionalità limitate rispetto all'utilizzo diretto del sottosistema. Tuttavia, include solo le funzionalità che interessano realmente ai clienti. Quindi è utile quando è necessario integrare la propria app con una libreria sofisticata con decine di funzionalità, ma si necessita solo di una minima parte delle sue funzionalità. L’esempio nel mondo reale è quando un cliente ordina attraverso una telefonata un prodotto, fa una chiamata semplice per utilizzare una funzione più complessa. Il contro di questo pattern è che potrebbe rendere l’oggetto coinvolto in quasi tutto il comportamento del programma.

Questo pattern è molto simile al Mediator.

Flyweight

Flyweight è un modello di progettazione strutturale che consente di adattare più oggetti alla quantità di RAM disponibile condividendo parti comuni di stato tra più oggetti anziché mantenere tutti i dati in ciascun oggetto. Utilizzare il pattern Flyweight solo quando il programma deve supportare un numero enorme di oggetti che difficilmente trovano posto nella RAM disponibile. Con questo pattern però si sacrifica un po’ di cpu e si rende il codice particolarmente complicato. Diventa difficile la comprensione con i nuovi membri poi. Un esempio di questo pattern può essere la creazione di un albero ripetuto all’interno di un ambiente per un videogioco.

* TreeType: è il Flyweight (condivide le info comuni).
* Tree: ha una posizione unica, ma usa un TreeType condiviso.
* TreeFactory: è la Flyweight Factory, crea e gestisce i TreeType.

Proxy

Un proxy è un pattern di progettazione strutturale che consente di fornire un sostituto o un segnaposto per un altro oggetto, magari anche molto pesante con un uso non frequente. Un proxy controlla l'accesso all'oggetto originale, consentendo di eseguire un'operazione prima o dopo che la richiesta sia stata inoltrata all'oggetto originale. Il pattern Proxy suggerisce di creare una nuova classe proxy con la stessa interfaccia dell'oggetto servizio originale in maniera tale da passere lui e delegarli tutto. Per fare un esempio concreto: Una carta di credito è un sostituto di un conto bancario, che a sua volta rappresenta un cumulo di contanti. Entrambe implementano la stessa interfaccia: possono essere utilizzate per effettuare un pagamento. I contro di questo pattern sono principalmente: 1° il codice potrebbe iniziare ad essere complicato con la presenza di troppe classi 2° la risposta del/al servizio potrebbe essere ritardata.

Ora passiamo ai pattern COMPORTAMENTALI

Chain of Responsibility

Chain of Responsibility è un modello di progettazione comportamentale che consente di inoltrare le richieste lungo una catena di gestori. Alla ricezione di una richiesta, ogni gestore decide se elaborarla o passarla al gestore successivo nella catena (handler), così facendo evita accoppiamenti rigidi tra chi invia la richiesta e chi la gestisce. Il problema di questo pattern è che alcune richieste potrebbero non essere gestite. Un esempio è una richiesta di assistenza, in quanto, se sarà semplice verrà passata ad un handler, se sarà media ad un altro, se sarà difficile ad un altro ancora. Ogni Handler di questa catena valuta se è in grado di risolvere il problema.

* Handler (astratto): definisce l'interfaccia per gestire la richiesta e collegarsi al successivo.
* ConcreteHandler: implementa la logica per gestire (o passare) la richiesta.
* Client: invia la richiesta a un handler della catena.

Command

Command è un pattern di progettazione comportamentale che trasforma una richiesta in un oggetto autonomo contenente tutte le informazioni sulla richiesta. Questa trasformazione consente di passare le richieste come argomenti di un metodo, ritardare o mettere in coda l'esecuzione di una richiesta e supportare operazioni annullabili. L’esempio pratico che abbiamo visto è il caso in cui una persona vada a mangiare, il cameriere prende l’ordine e lo appena in cucina, lo chef aspetterà di leggere i dettagli per iniziare a cucinare invece di venire da te a chiedertele.

1. Command (interfaccia astratta): definisce il metodo execute().
2. ConcreteCommand: implementa execute() e chiama metodi su un ricevitore.
3. Receiver: chi fa davvero il lavoro (es. una lampada, un documento...).
4. Invoker: invoca il comando (es. un bottone o un menu).
5. Client: crea i comandi e li passa all’invoker.

Utilizza il pattern Command quando desideri parametrizzare oggetti con operazioni, mettere in coda operazioni, pianificarne l'esecuzione o eseguirle in remoto. Il codice potrebbe essere molto complicato nella gestione della richiesta tra senders e receivers.

Iterator

Iterator è un modello di progettazione comportamentale che consente di attraversare gli elementi di una raccolta senza esporre la rappresentazione sottostante (elenco, pila, albero, ecc.), cioè io lo posso esplorare sequenzialmente senza però saper com’è fatto internamente. Un esempio reale è la scelta del metodo di esplorazione di roma per un turista che può scegliere tra mini-mappa, tour guidato, tour nelle cuffiette ecc.

Utilizza il pattern Iterator quando la tua collezione ha una struttura dati complessa, ma vuoi nasconderne la complessità ai client (per comodità o per motivi di sicurezza), oppure quando vuoi che il tuo codice sia in grado di attraversare diverse strutture dati o quando i tipi di queste strutture sono sconosciuti a priori.

* Iterator: interfaccia che definisce i metodi per scorrere (es. next(), has\_next()).
* Concrete Iterator: implementa la logica di scorrimento.
* Aggregate (collezione): interfaccia o classe che fornisce il metodo create\_iterator().
* Concrete Aggregate: implementa la collezione vera e propria.

Applicare il pattern può essere eccessivo se la tua app funziona solo con raccolte semplici. Mentre potrebbe essere meno efficiente rispetto all'analisi diretta degli elementi di alcune raccolte specializzate.

Mediator

Usato per **semplificare la comunicazione tra oggetti**, evitando che si riferiscano direttamente tra loro con dipendenze complicate e impedendone la comunicazione diretta utilizzando, appunto, un’interfaccia mediator che definisce il metodo di comunicazione. Questo consente di rendere il sistema più modulare e facile da modificare/testare.

1. Mediator (interfaccia): definisce un metodo per la comunicazione.
2. ConcreteMediator: implementa la logica di comunicazione tra gli oggetti.
3. Colleague: oggetti che usano il mediatore per comunicare tra loro.

Un esempio realistico è il controllo sul traffico aereo, infatti gli aerei non comunicano tra loro per sapere il traffico ma si interfacciano ad una torre di controllo per capire il traffico aereo.

Il problema è che troppe volte un mediator può arrivare ad essere god object (che sa troppo di troppe cose, quindi coinvolto nella maggior parte del codice)

Memento

Memento è un design pattern comportamentale che serve a salvare e ripristinare lo stato di un oggetto senza violarne l'incapsulamento, Permette a un oggetto di salvare uno snapshot del proprio stato interno in un "memento", così da poter tornare a quello stato in seguito (es. operazione di undo, salvataggi, ecc.). L’obiettivo del memento è permettere operazioni di annullamento (undo) o ripristino dello stato, mantenendo la sicurezza e l’incapsulamento.

* Originator: l’oggetto di cui si vuole salvare lo stato.
* Memento: oggetto che contiene lo stato salvato.
* Caretaker: gestisce il memento (li salva, ripristina, ecc.), senza sapere cosa contengono.

Observer

È un pattern che definisce una dipendenza uno-a-molti tra oggetti: quando un oggetto cambia stato, tutti gli oggetti dipendenti vengono notificati automaticamente. Observer è un modello di progettazione comportamentale che consente di definire un meccanismo di sottoscrizione per notificare a più oggetti tutti gli eventi che accadono all'oggetto che stanno osservando. Ha l’obiettivo di evitare l'accoppiamento stretto tra oggetti, permettendo una comunicazione automatica tra chi emette eventi e chi li riceve. Può diventare complesso se ci sono molti observer e bisogna fare attenzione a memory leak se gli osberver non vengono rimossi correttamente. Inoltre, gli iscritti sono notificati in maniera random.

* Subject (osservato): mantiene una lista di observer e li notifica quando cambia.
* Observer (osservatori): oggetti che vogliono essere notificati dei cambiamenti del Subject.
* ConcreteSubject / ConcreteObserver: implementazioni concrete.

Un esempio reale è ad esempio il canale youtube che manda ai suoi iscritti la notifica quando vengono caricati nuovi contenuti.

State

Lo state è un pattern di progettazione comportamentale che consente a un oggetto di modificare il proprio comportamento quando cambia il suo stato interno. Appare come se l'oggetto avesse cambiato classe. L’obiettivo del pattern è quello di sostituire strutture if/switch con classi per ogni stato, migliorando leggibilità, estendibilità e mantenibilità.

* Context: l’oggetto che ha uno stato e delega i comportamenti allo stato attuale.
* State (interfaccia): definisce le operazioni comuni a tutti gli stati.
* ConcreteState: implementazioni specifiche di ogni stato.

Un esempio reale di questo pattern è ad esempio l’utilizzo del tasto di blocco/sblocco nelle varie fasi del cellulare. L'applicazione del modello può essere eccessiva se una macchina a stati ha solo pochi stati o cambia raramente

Strategy

Lo strategy è un modello di progettazione comportamentale che consente di definire una famiglia di algoritmi, di inserire ciascuno di essi in una classe separata e di rendere i loro oggetti intercambiabili. Ha l’obiettivo di evitare codice con if/switch per scegliere algoritmi, favorendo l’estendibilità e il riutilizzo.

* **Strategy (interfaccia)**: definisce l’algoritmo comune.
* **ConcreteStrategy**: implementazioni specifiche dell’algoritmo.
* **Context**: utilizza una Strategy e delega a essa il comportamento.

Un esempio banale è il mezzo di trasporto con cui scelgo di viaggiare che dipende dal budget e dal tempo. I contro di questo pattern sono sostanzialmente il fatto che il codice diventa più complicato soprattutto se abbiamo coppie di algoritmi che raramente cambiano e il fatto che alcuni nuovi linguaggi di programmazione hanno dei supporti per gestire questi casi. Attenzione a non confondere lo state con lo strategy in quanto il primo rappresenta stati e cambia il comportamento in base allo stato, il secondo invece rappresenta algoritmi e cambia comportamento in base alle nostre scelte usato per scelte logiche alternative.

Template Method

Il metodo template è un modello di progettazione comportamentale che definisce lo scheletro di un algoritmo nella superclasse, ma consente alle sottoclassi di sovrascrivere passaggi specifici dell'algoritmo senza modificarne la struttura. Ha l’obiettivo di riutilizzare codice comune ma consentire personalizzazioni, evitando di duplicare la struttura generale dell’algoritmo.

* Classe Astratta (Template): definisce il metodo "template" (l’algoritmo) e alcuni metodi astratti o "hook" da sovrascrivere.
* Sottoclassi Concrete: implementano i passaggi specifici.

I contro di questo pattern sono legati alla rigidità dello scheletro dell’algoritmo, inoltre viola il principio di sostituibilità di Liskov il quale dice che le classi possono essere sostituite tra loro senza alterare la correttezza del programma. Un esempio realistico è la costruzione di alloggi di massa. Il progetto architettonico per la costruzione di una casa standard può prevedere diverse estensioni che consentirebbero al potenziale proprietario di modificare alcuni dettagli della casa risultante. Ogni fase costruttiva, come la posa delle fondamenta, la struttura, la costruzione dei muri, l'installazione di impianti idraulici ed elettrici, ecc., può essere leggermente modificata per rendere la casa risultante leggermente diversa dalle altre.

Visitor

Il Visitor è un design pattern comportamentale un po’ più avanzato, ma molto potente, usato quando vuoi eseguire operazioni su una struttura di oggetti eterogenei senza modificare le loro classi. Permette di aggiungere nuove operazioni a oggetti di classi diverse senza modificarli, usando un oggetto "visitatore" che incapsula le operazioni. Si usa appunto quando hai una struttura complesse, non vuoi modificale le classi ma vuoi aggiungere operazioni diverse. Il contro di questo pattern è che ogni volta che aggiungi una nuova classe concreta, devi modificare tutti i visitor ed è più complesso di strategy o template. Un esempio reale può essere un agente assicurativo. Può visitare ogni edificio di un quartiere, cercando di vendere assicurazioni a chiunque incontri. A seconda del tipo di organizzazione che occupa l'edificio, può offrire polizze assicurative specializzate.

* Element: interfaccia o classe con un metodo accept(visitor)
* ConcreteElement: implementa accept () e chiama visitor.visit(this)
* Visitor: interfaccia con un metodo visit () per ogni tipo di elemento
* ConcreteVisitor: implementazione concreta che definisce le operazioni da eseguire sugli oggetti

Postman/Dbeaver/Docker

Postman è un’applicazione che permette di interagire con servizi web in maniera semplificata. DBeaver è uno strumento open source per la gestione di database, infatti consente connettersi a vari db, creare diagrammi ecc. Docker invece è molto usato per creare, distribuire e gestire applicazioni in container. Nel nostro primo approccio abbiamo visto come docker monta l’immagine del db e tramite Dbeaver ci consente le modifiche sul nostro db.

Sia il db e sia le 2 app da fare dovranno essere comunicanti sulla stessa porta in locale, in quanto stiamo rendendo disponibile la nostra macchina per le riscorse necessarie per il db. Nell’init noi troviamo informazioni molto importanti per configurare le app tra loro e rendere possibile la comunicazione tra esse. Vediamolo:

* “image: postgres:15” ci dice che ha caricato il tutto usando un modello pre-esistente con postgres15
* Il nome del progetto, il nome del db, username e pass.
* La porta sulla quale comunicare
* I volumi

I volumi sono molto importanti, infatti quando il db si riavvia ecc perderebbe i dati che lo contengono ma noi ci aspettiamo di trovarli in quei volumi, così da non perdere mai nessun dato che popola il db.

MySQL

È il Database Management System più diffuso. Le sue funzioni sono Creazione-Modifica-Interrogazione

Glossario:

* Dominio: insieme dei valori ammissibili che una colonna (un attributo) può assumere;
* Tabella: insieme ordinato di colonne ed eventuali vincoli relativi ai valori degli attributi stessi;
* Indice: struttura dati ausiliaria, associata ad una tabella, che permette di rendere più efficiente l’esecuzione di interrogazioni sulla tabella mediante l’introduzione di un ordinamento sui valori di uno o più attributi;
* Asserzione: rappresenta dei vincoli direttamente connessi alla base di dati;
* Vista: è una tabella “virtuale”, il cui contenuto è legato al contenuto di altre tabelle della base di dati;
* Privilegio: definizione delle modalità di accesso ai dati da parte di un certo utente.

PRONTUARIO SINTASSI COMANDI SQL

|  |  |
| --- | --- |
| COMANDO | SEMANTICA |
| CREATE DATABASE nome\_database; | Crea un nuovo database |
| DROP DATABASE nome\_database; | Elimina un database esistente |
| CREATE TABLE nome\_tabella | Creare una nuova tabella |
| ALTER TABLE nome\_tabella | Modificare la struttura di una tabella (aggiunge, rimuove, rinomina colonne, cambia tipo di una colonna) |
| DROP TABLE nome\_tabella | Elimina una tabella esistente |
| INSERT INTO nome\_tabella | Inserisce valori in certi campi di una nuova riga |
| UPDATE nome\_tabella | Cambia valori in certi campi di una riga esistente |
| DELETE FROM nome\_tabella | Elimina una riga in base a certi criteri |
| SELECT | Estrapola campi, righe, raggruppa, ordina, calcola |
| GRANT | Garantisce privilegi sulle tabelle agli utenti |
| REVOKE | Revoca privilegi sulle tabelle agli utenti |

NB: gli elementi tra [] sono Opzionali;

CREATE TABLE *nome\_tabella*

(

nome\_campo1 *tipo\_di\_dato*(*size*) [vincoli di campo], nome\_campo1 *2 tipo\_di\_dato*(*size*) [vincoli di campo], nome\_campo1 *3 tipo\_di\_dato*(*size*) [vincoli di campo],

....

[PRIMARY KEY (nome\_campo, [nome\_campo, ..., nome\_campo])]

[FOREIGN KEY (nome\_campo) REFERENCES nome\_tabella[(nome\_campo)]]

[UNIQUE (nome\_campo)]

[CHECK (expr\*)]

);

I vincoli di campo possono essere:

|  |  |
| --- | --- |
| NOT NULL | La colonna non può memorizzare valori nulli |
| AUTO\_INCREMENT | Il valore di tipo numerico si incrementa ad ogni inserimento |
| UNSIGNED | Senza segno e cioè positivo |
| DEFAULT | Valore di Default per la colonna |
| UNIQUE | Ogni riga avrà un valore unico sulla colonna |
| PRIMARY KEY | chiave primaria, UNIQUE e NOT NULL insieme, |
| FOREIGN KEY | Chiave esterna, assicura integrità referenziale a un'altra tabella |
| CHECK | Vincolo sulle colonne |

INSERT INTO nome\_tabella VALUES (valore1, valore2, valore3,...); oppure:

INSERT INTO nome\_tabella (*colonna1*,*colonna2*,*colonna3*,...) VALUES (valore1, valore2, valore3,...);

UPDATE nome\_tabella SET colonna1=valore1,colonna2=valore2,...WHERE condizione\*;

DELETE FROM nome\_tabella WHERE *condizione\**;

SELECT [ALL | DISTINCT] lista\_campi\_separati\_da\_virgola

FROM lista\_nomi\_tabelle\_separati\_da\_virgola [WHERE condizione\*]

[GROUP BY lista\_campi\_separati\_da\_virgola]

[HAVING condizione\*]

[ORDER BY lista\_campi\_separati\_da\_virgola [ASC | DESC]]

[LIMIT numero\_di\_righe [OFFSET numero\_iniziale]]

Nella clausola SELECT è possibile usare al posto di lista\_campi\_separati\_da\_virgola

* \* che vuol dire tutti i campi
* funzioni di aggregazione sui domini separati da virgola (da soli o con campi delle tabelle, vedi sotto)
* alias di campi tramite: AS alias\_per\_il\_campo a destra del campo
* espressione con semplici calcoli aritmetici (+, -, \*, /) tra (valori dei) campi

\*la condizione che si inserisce nel WHERE, nell'HAVING o anche come espressione nel CHECK (vedi CREATE TABLE) deve essere sempre di uno dei seguenti tipi:

* operando operatoreBinario operando
* operatoreUnario operando
* operando operatoreUnario dove:
* operando può essere: un nome di campo, un valore, una condizione (racchiusa tra parentesi)
* operatore può essere:
* di confronto: <, <=, >, >=, =, != (diverso)
* logico: AND, OR, NOT (operatore unario)
* operatore LIKE
* BETWEEN, [NOT] IN, IS [NOT] NULL con le seguenti sintassi:

◦ nome\_campo BETWEEN valore1 AND valore2,

◦ nome\_campo [NOT] IN ('valore1', 'valore2', ...)

◦ nome\_campo IS [NOT] NULL

Funzioni di aggregazione sui domini:

si possono usare nella clausola SELECT singolarmente o separati da virgola al posto di *lista\_campi\_separati\_da\_virgola* se usate assieme a uno o più campi delle tabelle è obbligatorio l'uso del GROUP BY

|  |  |
| --- | --- |
| COUNT (\*)  COUNT (nome\_campo)  COUNT (DISTINCT nome\_campo) | Riporta il numero di righe della tabella  Riporta il numero di valori non nulli del campo  Riporta il numero di valori univoci non nulli del campo |
| SUM (nome\_campo) | Somma i valori della colonna |
| MIN (nome\_campo) | Calcola il minimo valore della colonna |
| MAX (nome\_campo) | Calcola il massimo valore della colonna |
| AVG (nome\_campo) | Calcola la media aritmetica tra tutti i valori della colonna, applicato solo a campi numerici, i valori nulli sono ignorati |

VAADIN

Vaadin è un linguaggio di scripting lato server, scritto in Java, che genererà la maggior parte del codice lato client necessario per un'applicazione web. Utilizza Google Web Toolkit per generare gli oggetti lato client e può essere esteso creando estendendo Google Web Toolkit.

(Praticamente vaadin fornisce tool già fatti per personalizzare il front end)

Vaadin Flow e Vaadin Fusion

Server Side not similar to angular

|  |  |  |
| --- | --- | --- |
| Linguaggio principale | Java (e TypeScript per Hilla) | TypeScript (e HTML/CSS) |
| Livello di astrazione | Astrazione completa da HTML, CSS e JavaScript | Richiede la scrittura di codice HTML, CSS e JavaScript |
| Architettura | Backend Java con frontend (opzionale) in TypeScript per Hilla | Architettura frontend basata su componenti |
| Debugging e Testing | Più semplice in Vaadin (su Java), più complesso in Angular (su browser) | — |
| Comunicazione backend | Accesso diretto ai servizi lato server (Vaadin Flow) | Utilizzo di HttpClient (Angular) |
| Componenti | Ampia libreria di componenti predefiniti | Collezioni di componenti Material Design (Angular) |
| Progettazione | Design system integrato con Vaadin, personalizzabile con CSS | Flessibilità di progettazione con HTML, CSS e componenti customizzabili |
| Curva di apprendimento | Potenzialmente più rapida per sviluppatori Java | Curva di apprendimento più ripida per sviluppatori non familiari con JavaScript e TypeScript |
| Backend | Backend Java con Vaadin Flow o Hilla | Backend separato (es: Spring Boot, Node.js) |